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**1 Цель работы**

Изучить подход к созданию тестов с помощью библиотеки Fluent Assertions.

**2 Задание**

1) На основе класса из предыдущей лабораторной работы (вариант задания оставить прежним) создать тестирующий проект, использующий библиотеку Fluent Assertions

2) Протестировать проект.

3) Оформить отчёт.

**3 Вариант задания**

Вариант №11

**4 Текст программы**

Файл Program.cs

using System;

using System.IO;

namespace STLab07.Variant11

{

class Program

{

static void Main(string[] args)

{

string pathinput = @"C:\Users\User\Desktop\LR7TestsOleg\Input.odt";

StreamReader streamreader = new StreamReader(pathinput);

string pathoutput = @"C:\Users\User\Desktop\LR7TestsOleg\Output.txt";

StreamWriter streamwriter = new StreamWriter(pathoutput);

TxtTreeFile reader = new TxtTreeFile();

TxtTreeFile writer = new TxtTreeFile();

BinTree Tree = new BinTree(reader, writer);

Tree.LoadFromFile(streamreader);

Tree.SaveToFile(streamwriter);

}

}

}

Файл BinTree.cs

using System;

using System.Collections.Generic;

using System.IO;

using System.Text;

namespace STLab07.Variant11

{

public class BinTree

{

public ITreeReader Reader;

public ITreeWriter Writer;

public List<Connection> connections;

public List<int> TraversePreordeList;

public List<Unit> IncidenceMatrixList;

public int[,] IncidenceMatrix; //Матрица инцедентности

public BinTree(ITreeReader reader, ITreeWriter writer)

{

this.Reader = reader;

this.Writer = writer;

connections = new List<Connection>();

}

public void LoadFromFile(StreamReader reader)

{

//Получения списка связности

connections = Reader.LoadTree(reader);

}

public void SaveToFile(StreamWriter writer)

{

ConvertIncidenceMatrixFromListToArray();

Writer.SaveTree(writer, IncidenceMatrix);

}

public void ConvertConnectionListToIncidenceMatrixList()

{

foreach (Connection c in connections)

{

if (c.Root == true)

{

IncidenceMatrixList = new List<Unit>();

TraversePreordeList = new List<int>();

ConvertToIncidenceMatrixList(c.Index);

break;

}

}

}

public void ConvertToIncidenceMatrixList(int index)

{

if (index != -1)

{

var ID = SearchOfIndexInList(index, connections);

TraversePreordeList.Add(connections[ID].Index);

if (connections[ID].LeftConn\_Index != -1)

{

IncidenceMatrixList.Add(new Unit(index, connections[ID].LeftConn\_Index));

}

ConvertToIncidenceMatrixList(connections[ID].LeftConn\_Index);

if (connections[ID].RightConn\_Index != -1)

{

IncidenceMatrixList.Add(new Unit(index, connections[ID].RightConn\_Index));

}

ConvertToIncidenceMatrixList(connections[ID].RightConn\_Index);

}

}

public int SearchOfIndexInList(int index, List<Connection> connections)

{

for (int i = 0; i <= connections.Count; i++)

{

if (connections[i].Index == index) return i;

}

return -1;

}

public void ConvertIncidenceMatrixFromListToArray()

{

ConvertConnectionListToIncidenceMatrixList();

int[,] array = new int[connections.Count, connections.Count];

for (int i = 0; i < IncidenceMatrixList.Count; i++)

{

array[IncidenceMatrixList[i].First - 1, i] = 1;

array[IncidenceMatrixList[i].Second - 1, i] = 1;

}

foreach (Unit u in IncidenceMatrixList)

{

Console.WriteLine("First - {0,2} , Second - {1,2}", u.First, u.Second);

}//\*/

IncidenceMatrix = array;

}

}

public struct Unit

{

public int First;

public int Second;

public Unit(int first, int second)

{

First = first;

Second = second;

}

}

}

Файл Connection.cs

using System;

using System.Collections.Generic;

using System.Text;

namespace STLab07.Variant11

{

public class Connection

{

public int Value;

public int Index;

public int LeftConn\_Index;

public int RightConn\_Index;

public bool Root;

public Connection(int value, int index, int leftconn\_index, int rightconn\_index, bool root = false)

{

Value = value;

Index = index;

LeftConn\_Index = leftconn\_index;

RightConn\_Index = rightconn\_index;

Root = root;

}

}

}

Файл ITreeReader.cs

using System;

using System.Collections.Generic;

using System.IO;

using System.Text;

namespace STLab07.Variant11

{

public interface ITreeReader

{

List<Connection> LoadTree(StreamReader reader);

}

}

Файл ITreeWriter.cs

using System;

using System.Collections.Generic;

using System.IO;

using System.Text;

namespace STLab07.Variant11

{

public interface ITreeWriter

{

void SaveTree(StreamWriter writer, int[,] adjacencyMatrix);

}

}

Файл OdtTreeFile.cs

using System;

using System.Collections.Generic;

using System.IO;

using System.Text;

namespace STLab07.Variant11

{

class OdtTreeFile : ITreeReader, ITreeWriter

{

public List<Connection> LoadTree(StreamReader reader)

{

List<Connection> res = new List<Connection>();

string[] data = reader.ReadToEnd().Split(new char[] { ';' }, StringSplitOptions.RemoveEmptyEntries);

foreach (string d in data)

{

var c = d.Split(new char[] { ' ' }, StringSplitOptions.RemoveEmptyEntries);

res.Add(new Connection(Convert.ToInt32(c[0]), Convert.ToInt32(c[1]),

Convert.ToInt32(c[2]), Convert.ToInt32(c[3]), Convert.ToBoolean(c[4])));

}

reader.Close();

return res;

}

public void SaveTree(StreamWriter writer, int[,] adjacencyMatrix)

{

string text = "";

for (int i = 0; i < Math.Pow(adjacencyMatrix.Length, 0.5); i++)

{

string res = "";

for (int j = 0; j < Math.Pow(adjacencyMatrix.Length, 0.5); j++)

{

res += String.Format(" {0,2} ", adjacencyMatrix[i, j]);

}

text += res + "\n";

}

writer.WriteLine(text);

writer.Close();

}

}

}

Файл ReaderStub.cs

using System;

using System.Collections.Generic;

using System.IO;

using System.Text;

namespace STLab07.Variant11

{

public class ReaderStub : ITreeReader

{

public List<Connection> LoadTree(StreamReader reader)

{

reader.Close();

return new List<Connection>()

{

new Connection(1,1,-1,-1,false),

new Connection(2,2,1,3,false),

new Connection(3,3,-1,-1,false),

new Connection(4,4,2,5,true),

new Connection(5,5,-1,7,false),

new Connection(6,6,-1,-1,false),

new Connection(7,7,6,8,false),

new Connection(8,8,-1,-1,false)

};

}

}

}

Файл TxtTreeFile.cs

using System;

using System.Collections.Generic;

using System.IO;

using System.Text;

namespace STLab07.Variant11

{

class TxtTreeFile : ITreeReader, ITreeWriter

{

public List<Connection> LoadTree(StreamReader reader)

{

List<Connection> res = new List<Connection>();

string[] data = reader.ReadToEnd().Split(new char[] { ';' }, StringSplitOptions.RemoveEmptyEntries);

foreach (string d in data)

{

var c = d.Split(new char[] { ' ' }, StringSplitOptions.RemoveEmptyEntries);

res.Add(new Connection(Convert.ToInt32(c[0]), Convert.ToInt32(c[1]),

Convert.ToInt32(c[2]), Convert.ToInt32(c[3]), Convert.ToBoolean(c[4])));

}

reader.Close();

return res;

}

public void SaveTree(StreamWriter writer, int[,] adjacencyMatrix)

{

string text = "";

for (int i = 0; i < Math.Pow(adjacencyMatrix.Length, 0.5); i++)

{

string res = "";

for (int j = 0; j < Math.Pow(adjacencyMatrix.Length, 0.5); j++)

{

res += String.Format(" {0,2} ", adjacencyMatrix[i, j]);

}

text += res + "\n";

}

writer.WriteLine(text);

writer.Close();

}

}

}

Файл WriterStub.cs

using System;

using System.Collections.Generic;

using System.IO;

using System.Text;

namespace STLab07.Variant11

{

public class WriterStub : ITreeWriter

{

public int SaveWasInvoked;

public void SaveTree(StreamWriter writer, int[,] adjacencyMatrix)

{

SaveWasInvoked++;

writer.Close();

}

}

}

**5 Текст модульных тестов**

using System;

using System.Collections.Generic;

using System.Text;

using STLab07.Variant11;

using NUnit.Framework;

using FluentAssertions;

using System.IO;

namespace TreeTests

{

class Fluent\_Assertions

{

[Test]

public void Test1()

{

ReaderStub reader = new ReaderStub();

WriterStub writer = new WriterStub();

BinTree tree = new BinTree(reader, writer);

tree.LoadFromFile(new StreamReader(@"Example.txt"));

tree.SaveToFile(new StreamWriter(@"Example.txt"));

tree.Should().NotBeNull();

}

[Test]

public void Test2()

{

ReaderStub reader = new ReaderStub();

WriterStub writer = new WriterStub();

BinTree tree = new BinTree(reader, writer);

tree.LoadFromFile(new StreamReader(@"Example.txt"));

tree.SaveToFile(new StreamWriter(@"Example.txt"));

var actual = tree.TraversePreordeList;

actual.Should().HaveCount(8);

}

[Test]

public void Test3()

{

ReaderStub reader = new ReaderStub();

WriterStub writer = new WriterStub();

BinTree tree = new BinTree(reader, writer);

tree.LoadFromFile(new StreamReader(@"Example.txt"));

tree.SaveToFile(new StreamWriter(@"Example.txt"));

var actual = tree.TraversePreordeList;

actual.Should().StartWith(4).And.EndWith(8);

}

[Test]

public void Test4()

{

ReaderStub reader = new ReaderStub();

WriterStub writer = new WriterStub();

BinTree tree = new BinTree(reader, writer);

tree.LoadFromFile(new StreamReader(@"Example.txt"));

tree.SaveToFile(new StreamWriter(@"Example.txt"));

var actual = tree.TraversePreordeList;

actual.Should().OnlyHaveUniqueItems();

}

[Test]

public void Test5()

{

ReaderStub reader = new ReaderStub();

WriterStub writer = new WriterStub();

BinTree tree = new BinTree(reader, writer);

tree.LoadFromFile(new StreamReader(@"Example.txt"));

tree.SaveToFile(new StreamWriter(@"Example.txt"));

var actual = tree.TraversePreordeList;

actual.Should().AllBeOfType<int>().And.ContainInOrder(new[] { 4, 2,5 });

}

}

}

**6 Результаты тестирования программы**
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**7 Выводы**

В результате выполнения лабораторной работы был изучен подход к автоматизации процесса тестирования программы при помощи библиотеки Fluert Assertion.